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Abstract—Design space exploration involves identifying a set of
design decisions, and evaluating their potential impact on various
qualities of a system, such functionality, performance, reliability,
and security. This activity is widespread in other engineering
disciplines, but is rarely articulated or performed during software
construction, despite its potential influence on the security of
the resulting system. In this paper, we argue that design space
exploration should be an essential part of any secure development
process. We outline the key elements of a framework intended
to support this activity, and discuss the potential benefits and
challenges associated with building such a framework.

I. INTRODUCTION

Developers today face a barrage of design decisions when
building a software system. These range from architectural-
level decisions such as the choice of language frame-
works, data allocation, and communication protocols, down
to implementation-level decisions such as data structure en-
codings, libraries, and error handling mechanisms.

A wide variety of design alternatives is both a blessing and a
curse, especially in security. We are able to construct increas-
ingly complex and diverse systems at a faster rate than ever;
at the same time, understanding the consequences of these
decisions, and potential vulnerabilities that they introduce, is
well beyond the reach of those but few domain experts.

As an example, consider the following question on Stack
Exchange, a popular question-answer site, where a web de-
veloper seeks advice on two alternative ways of transmitting
a session ID as part of a HTTP request':

“I recently followed a discussion, where one person
was stating that passing the session id as URL
parameter is insecure and that cookies should be
used instead. The other person said the opposite
and argued that Paypal, for example, is passing the
session id as URL parameter because of security
reasons.
Is passing the session id as URL parameter re-
ally insecure? Why are cookies more secure? What
possibilities does an attacker have for both options
(cookies and URL parameter)?”
What makes this seemingly simple decision challenging for
developers? First, security is a type of system property that
cannot be readily evaluated or quantified like others, such as
functionality and performance. For instance, the above two
ways of transmitting a session ID are functionally equivalent,

Uhttp://security.stackexchange.com/questions/14093/why-is-passing-the-
session-id-as-url-parameter-insecure

and so a typical test case would not reveal their different
impacts on the security of an application. In addition, the sheer
complexity of components that constitute modern systems
further aggravates the challenge of evaluating a security deci-
sion. Foreseeing the potential vulnerabilities of using a cookie
versus a URL parameter requires an in-depth knowledge of a
modern browser, which takes significant effort to acquire and
maintain on a developer’s part.

In this paper, we argue that exploring different design de-
cisions and evaluating their impact—an activity called design
space exploration—should be an essential part of any secure
development process. Currently, it is carried out (if at all) in
a rather ad-hoc manner, and we believe that opportunities and
challenges abound in building frameworks and tools to aid
developers in this activity.

We will begin by outlining the general structure of a
framework for design space exploration, and the roles that
it may play in a secure development process (Section II). We
will then report on our initial experience with building and
applying a security analysis tool called Poirot (Section III).
We will discuss prior works that have influenced our proposal
(Section IV), and some of the challenges in integrating design
space exploration as a part of a development process (Sec-
tion V). We will conclude with a discussion and summary of
our proposal (Section VI).

II. A FRAMEWORK FOR DESIGN SPACE EXPLORATION

Conceptually, the idea of design space exploration (DSE)
is straightforward: It refers to the act of considering possible
options for any decision that contributes to the construction of
a system. We, as developers, carry it out all the time (albeit
often implicitly in our head). Whenever we debate the trade-
offs between using C++ vs Java for our next project, the cost
and benefits of deploying SSL for a particular API endpoint,
or the allocation of firewall policies, we are all exploring the
space of possible design options. Many of these decisions do
have significant impact on security, although this is not always
evident to those without security expertise or prior experience
in the domain. Can we define the notion of design space
exploration more precisely, and build a systematic framework
around to support or partially automate this activity?

A. Key Elements

A conceptual outline of a DSE framework is shown in Fig-
ure 1. The user (typically a developer) provides, at minimum,
two different input artifacts: a description of the system to
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Fig. 1. Overview of a DSE framework

be designed, along with a security policy that states various
restrictions on access to critical system resources. A system
description may be partial, in that certain parts of the system
may be deliberately left unspecified or unknown; these parts
are called design parameters. A design candidate is a particu-
lar set of values for design parameters, which, when combined
with a partial system description, yields a complete description
of the system. Finally, the set of all possible design candidates
forms the design space for the system.

Recall the Stack Exchange example from Section I. Suppose
that the developer who asked the question is attempting to
design an online shopping cart application. Informally, the
DSE elements in this example would correspond to:

« System description: An API model for the shopping cart.

o Security policy: “Sensitive data associated with each
customer (billing information, cart content, etc.,) should
only be accessible to that customer.”

o Design parameters: The method of transmitting a ses-
sion ID along with customer requests.

o Design candidate: A complete description of how the
API is implemented on the HTTP protocol.

We envision two typical use cases for a DSE framework:
(1) evaluation and (2) enumeration. In the former case, shown
in Figure 1(a), the user provides a particular design candidate
in addition to a system description and a security policy. The
exploration engine then performs an evaluation of the given
candidate, checking whether the system satisfies the given
policy; if not, it produces feedback that explains how the
policy may be violated by a potential attack on the system. For
instance, in our example, the user could provide a complete
API model that involves transmitting a session ID as a cookie;
the DSE engine would then evaluate the design candidate
against the policy, and produce a scenario showing how an
attacker may carry out a CSRF attack (a possible consequence

of using browser cookies) in order to manipulate another
customer’s account.

Alternatively, the user may not provide any design candidate
at all, and simply ask the exploration engine to enumerate
potential candidates one-by-one, each time producing feedback
that describes potential risks associated with that candidate.
(Figure 1(b)). In our example, when prompted without an input
candidate, the engine would enumerate all possible ways of
transmitting a session ID, and produce an output as follows:

o Cookie: Risk of a CSRF attack on stateful operations or
cookie theft through XSS.

o URL query parameter: Risk of a session fixation attack
or exposure of session ID through a HTTP referer header.

o Hidden form data: Risk of exposure of session ID
through a HTTP referer header if used for GET requests.

« others...

For each of these candidates, the engine would also display
a sample scenario that demonstrates a violation of the given
policy and, depending on its analysis capability, suggest po-
tential mitigations against the attack. This exploratory mode
is especially useful in early development stages, where the
developer may have little knowledge or certainty about the
consequences of different design decisions.

A key component of a DSE framework is the library
of domain models, which are leveraged by the exploration
engine during the evaluation of potential design candidates.
In our example, this library would include generic models of
various components of the Web, such as a web server, the
HTTP protocol, a browser, and its various features (cookie
handling, page rendering, scripts, etc.). Once constructed by
domain experts, these models should be reusable for analysis
of multiple systems in the same domain. The library should
also be extensible, in that fresh knowledge about a feature or
newly discovered vulnerability could be encoded as a separate
model and inserted into the library for later use.

So far, we have limited our discussion of DSE to a con-
ceptual level, ignoring details such as the underlying notation
used to build a system description, the type of security policies
allowed, and the technique used for design exploration. In
Section III, we will introduce one concrete instantiation of this
conceptual framework, and discuss our preliminary experience
with DSE.

B. Assumptions

At first glance, what we have described so far does not seem
much different from a typical formal verification framework:
Given a system model and a security specification from the
user, a rigorous technique is applied to check that the system
is secure and, if not, produce some evidence (often in form
of a counterexample) that shows how the specification may
be violated. Indeed, techniques from formal methods will
likely play an important role in a DSE framework. However,
our proposal takes a departure from traditional verification
approaches in several ways:



a) Uncertainty in developer knowledge: A typical secu-
rity testing or verification tool is applied ex post facto; that is,
it assumes that a system has already been constructed, and its
complete description (e.g., source code or binary) is available
as an input artifact. But in an early development phase, many
of the design decisions are yet to be made, and so it may
simply be infeasible to come up with any coherent or complete
artifact that can be evaluated by existing tools.

A DSE framework must be designed with an assumption
that the developer may possess only partial knowledge about
the system to be constructed. This will require an input
notation that allows the developer to express uncertainty about
design decisions, and an analysis technique that is capable of
reasoning about security despite incomplete information about
the behavior of the system.

b) Design guidance, not proofs: The outcome of a typi-
cal verification tool is binary: It may produce a positive result,
concluding that the given system artifact is free of certain
classes of vulnerabilities, or a negative result, highlighting
parts of the system that are vulnerable to an attack. Some
tools may even provide a proof or a certificate that the system
satisfies a certain security policy. Ultimately, the developer
expects the tool to produce a definitive answer on whether or
not the system is secure.

We envision DSE playing a more informative role, aiding
developers in their decision making process by generating
information about potential security risks associated with each
design decision. The ability to enumerate design alternatives
also enables an analysis of trade-offs between them. A design
candidate that poses few security risks but overly restrictive in
functionality may be passed over for a more flexible alternative
with greater but acceptable risks. In some systems, no single
candidate may be completely free of vulnerabilities, and so
being able to compare alternatives becomes even more crucial.

c) Support for evolving decisions: A typical develop-
ment is carried out in a fluid, disorderly manner: Customer
requirements change frequently, and the set of available design
options may evolve over time. The developer may be required
to backtrack on one or more decisions made earlier and
explore the reformulated design space. A DSE framework
must support this evolutionary nature of design, by showing
how a change in a requirement or a design decision impacts
security, without the user having to restart the DSE activity
from scratch. Most existing verification tools are not designed
with this as one of their primary goals.

III. AN EXPERIMENTAL SYSTEM: POIROT

In this section, we describe our initial experience with
building a security analysis tool called Poirot [24], which was
specifically designed to support DSE activities. This project
was motivated by an observation that many vulnerabilities
in modern systems are introduced by decisions made during
the transition from a high-level design to a low-level imple-
mentation. For instance, OAuth [19], a popular authentication
protocol formally verified at an abstract level [10], [36], [43],
has been shown to be susceptible to attacks when implemented
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Fig. 2. The structures of the Add operation, a HTTP request, and a URL.
The leftmost column in each structure contains the types of arguments to the
operation. Dotted edges represent different choices for encoding the token (1)
inside a request; “?” represents an unknown value for the argument.

inside a browser or mobile client [40], [12]. The problem is
that a standard browser (or a mobile device) contains features
and environmental interactions that are absent from the ab-
stract specification of the protocol; and so depending on how
the protocol is implemented, different types of vulnerabilities
may creep into the final implementation.

A. Mapping as Design Decisions

A key concept in Poirot is the notion of a mapping, which
describes how an abstract operation is represented in terms
of a concrete operation. For example, when designing an
online shopping cart, one may define an operation named
Add, which corresponds to the action of adding a new item
to a customer’s shopping cart. At the abstract design level,
this operation contains two arguments, as shown in Figure 2:
the identifier of the item to be added (i), and a token that
represents a customer’s credential (¢). In order to deploy the
shopping application onto the HTTP protocol, our developer
must eventually decide how the two parameters from Add are
to be mapped to its counterparts in a concrete HTTP request.

The input language of Poirot provides built-in constructs for
specifying these design decisions as a mapping from abstract
to concrete operations. More crucially, this mapping may be
only partially specified, allowing the developer to express her
uncertainty about design decisions and systematically explore
different candidate mappings. For instance, Figure 2 depicts
a partial mapping specification that lists only the origin and
path of the Add URL, leaving unspecified how the item ID and
token will be transmitted as part of a request; this, naturally,
yields a space of possible mappings, each leading to a different
implementation of the shopping cart.

Poirot also supports an incremental design exploration, by
allowing the user to add or remove design decisions without
having to modify other parts of the system model. This
means, for example, that the user may start with a rather
underspecified model of a system, and gradually extend the set
of design decisions as she gains more insights about potential
security issues through iterative interaction with the tool.

B. Analysis in Poirot

Let us describe the exploration technique behind Poirot in
a more precise manner. In the simplest use case, Poirot can



be used as a typical verification tool. Let Abs be a model
that describes a high-level system design or protocol, and P a
desired security policy. A common method of verifying Abs
against P, adapted by Poirot, involves finding a trace of the
system that leads to a violation of the policy:

It eT:t e traces(Abs) A —sat(t, P)

where traces(Abs) returns the set of all possible traces in the
system described by Abs, and sat(t, P) evaluates to true if
and only if policy P holds over a particular trace ¢. If no such
trace exists, then we may conclude that the system satisfies
the given policy.

Once satisfied with the initial design of the system as
depicted in Abs, the user may wish to explore different imple-
mentation choices and analyze their impact on security. A key
feature of Poirot is in its ability to generate candidate mappings
given their partial specification. Let Conc be a model that
depicts the behavior of a generic, low-level platform (e.g., a
server-browser architecture), and S a mapping specification
that describes a partial relationship between Abs and Conc.
Then, the problem of generating a design candidate can be
formulated as finding a mapping m (adhering to the user-
specified .S) such that if m is used to implement Abs, the
resulting system exhibits at least one trace that leads to a
violation of P:

dmeM,teT:
S(m) At € traces(impl(Abs, Cone, m)) A —sat(t, P)

where ¢mpl is a composition function that combines two
models according to a given mapping. In other words, m
describes an insecure implementation decision that renders the
resulting system vulnerable to an attack.

We are also developing an extension to Poirot to generate a
mapping that ensures that the resulting implementation always
satisfies the policy:

Im e M : S(m)A
Vt €T :t € traces(impl(Abs, Conc, m)) = sat(t, P)

In other words, the mapping m, if it exists, would correspond
to a set of secure implementation decisions that together
preserve the given policy.

Poirot’s engine works by encoding an input system descrip-
tion and policy in a modeling language called Alloy [20],
which, in turn, leverages a SAT-based constraint solver to gen-
erate sample traces or check a system against a specification.
Alloy takes a declarative approach, where each model is built
as a conjunction of a set of logical constraints, in comparison
to an operational language where a system is described as a
sequence of computational steps. This allows an Alloy model
to be partial, in that it may depict only parts of a system
(and still be amenable to analysis), and constructed in an
incremental manner, where new details about the system can
be simply inserted into the model as additional constraints.
These characteristics make Alloy particularly suitable as an
underlying formalism for a DSE framework.

We have successfully used Poirot to model and analyze the
security of several web applications, discovering previously
unknown attacks. We found the ability to reason about security
with partial design knowledge especially useful, since we
were not the developers of the systems ourselves, and initially
started with incomplete knowledge about their behaviors.
Building and applying the tool, however, was not without
challenges, which we will discussed in Section V. More details
about Poirot and its applications can be found in [24], [22].

IV. RELATED WORK

a) Verification and static analysis for security: State-of-
the-art analysis tools can now be applied to realistic systems,
and discover domain-specific security issues (e.g., information
flow violations) in addition to more common vulnerabilities
(e.g., buffer overflows) [31], [45], [46]. Both automated and
interactive proof systems have been successfully used to con-
struct verified components (e.g., compilers, libraries, operating
systems [13], [18], [26], [44]) that provide strong theoretical
guarantees about security. As these tools continue to improve
in their expressive power and scalability, they will remain an
indispensable part of a secure development process.

These tools are typically applied to an existing implementa-
tion or system artifact. In comparison, relatively less attention
has been paid to building tools that can be used to reason
about security during early design stages. Two areas of re-
search stand out: (1) security protocol design and (2) network
verification. A long line of work exists on formally verifying
cryptographic protocols for desirable security properties [1],
[71, [8], [37]. More recently, there has been a growing level of
interest in leveraging similar types of techniques for verifying
network designs; a number of tools [3], [32], [25] allow the
user to analyze the impact of configurations before deploying
them onto a real network. Again, the focus of these tools is
on verification, less on exploration, and the notion of a design
candidate is often implicit. Nevertheless, theories and algo-
rithms underlying these works are just as applicable to DSE,
and we believe that there are clear needs and opportunities for
leveraging them for the kinds of exploratory activities that we
have discussed in this paper.

b) Threat modeling: Threat modeling involves identify-
ing and articulating the capabilities of an attacker, and devising
countermeasures against potential attacks [29], [39], [41]. Like
DSE, this activity is most effective when carried out in an
early development phase, where the cost of implementing a
mitigation is relatively low.

DSE and threat modeling as complementary activities that
are most effective when performed in tandem. The emphasis
of threat modeling is on understanding choices available
to an attacker in compromising a system (vulnerabilities to
exploit, interfaces to use as entry points, etc.). But these
choices inevitably depend on the design decisions made by
the developer: Different decisions result in distinct system
structures and behaviors, which, in turn, give rise to different
kinds of threats. Most threat modeling, however, is performed
on informal system descriptions, and there seems to be little



tool support for helping developers explore the impact of
design decisions on potential threats to the system. The types
of analyses that we have proposed as part of a DSE framework
may also prove beneficial here by, for example, automatically
instantiating generic threat models against a particular system
description.

c) Security knowledge: One of the key lessons from
safety engineering that are just as applicable to security is the
importance of learning from failures [4]. On the positive side,
a wealth of knowledge is available on known vulnerabilities,
past incidents, and potential mitigations. Community efforts
such as CVE, CWE, and CAPEC have been successfully
carried out to collect and categorize different types of domain
knowledge into easily accessible databases.

But leveraging these knowledge directly during the con-
struction of a particular system remains a manual, ad-hoc
process, in part because most of the knowledge is in a form
that is not readily machine-manipulable. There were a few
early efforts on integrating vulnerability reports and common
security issues into a security tool, such as COPS [15],
MulVal [35] and attack graphs [38]. More recently, several
researchers have embarked on the task of building a formal,
generic model of the Web that can serve as a basis for veri-
fication of web-based protocols and systems [2], [5], [16]. In
general, however, the problem of codifying and mechanizing
security knowledge has received relatively little attention in the
research community, despite its importance and applicability
in secure development activities, including DSE.

V. CHALLENGES

Much work remains to be done to better understand the
needs of developers during early design stages, refine the
elements of DSE accordingly, and develop new techniques and
tools to support this activity. In this section, we outline a few
challenges that we faced during our experience with building
and applying Poirot.

a) Design Notation: One of the major challenges in
designing a DSE framework is providing a suitable notation
for specifying a design space. Such a notation should be
precise, so that it can be made amenable to automatic analysis,
and ideally also be approachable to developers who may
not be able to afford learning an entirely new notation. A
programming language may be considered as an option for its
familiarity, but is generally a poor medium for articulating
design decisions. Formal specification languages, such as
Dafny [27] or Alloy [20], provide a more expressive and
concise way of specifying designs, but require an advanced
knowledge of logic that many developers lack. In fact, this
challenge is not unique to DSE; the difficulty involved in
building a specification is often regarded as one of the major
obstacles to the adaptation of formal methods in industry.

Furthermore, no single notation is likely to be sufficient to
capture a wide variety of design decisions that are made during
a typical development, and some of those decisions may not
even be formalizable. Poirot focuses on one particular kind of
design decisions; namely, how to encode high-level operations

in terms of low-level representations. But there are a plenty
of other decisions with security implications, at varying levels
of granularity and abstraction (choice of cryptographic suites,
data query sanitization, web server configurations, just to name
a few). For example, a detailed analysis of cryptographic suites
is likely to require some form of probabilistic reasoning, which
lies outside the capability of Poirot.

It is clear that there is no silver bullet that will cover all
design tasks. Instead, a more promising approach may be
to employ a domain-specific language (DSL) that embeds
the core design concepts as first-class objects, and facilitates
the specification and exploration of design candidates with
a minimal amount of syntax. With a growing number of
DSLs in areas such as privacy policies [30], [45], web API
design [42], [34], and software-defined networks (SDN) [33],
[3], we are hopeful that it will be feasible to integrate DSE
into a development process without requiring significant effort
from developers.

b) Improved Feedback: As discussed in Section II-B,
most useful types of feedback from a DSE tool are likely to
involve information beyond a simple yes or no response. Often,
the user may wish to examine multiple design candidates at the
same time, and evaluate trade-offs that take into account not
only potential security risks, but other types of system require-
ments as well (ease of use, performance, etc.). For instance,
a design candidate that has relatively few vulnerabilities but
incurs a high performance cost may be considered undesirable,
depending on the requirements of the particular system to be
developed. A challenge is to provide a feedback mechanism
that addresses this multi-dimensional nature of design, by,
for example, allowing the user to rank design candidates by
certain criteria, and interactively prune out the design space
to arrive at a candidate that is deemed adequate for the final
implementation.

In addition to information about potential vulnerabilities,
a DSE engine could also provide suggestions for mitigating
those vulnerabilities. Such a mitigation may be presented in
form of additional design constraints, which then can be con-
sulted by the developer during the subsequent implementation
step (e.g., “to prevent CSRF, validate each stateful operation
using an additional unique session token”). In possible ap-
proaches to generating this type of feedback, the DSE engine
may leverage domain models that capture different mitigation
strategies (e.g., [6]), or apply techniques from automatic model
repair ([9], [11], [21]).

¢) Domain Modeling: In our experience with Poirot so
far, we have been interested mainly in the security of web-
based systems. In order to enable the analysis of such systems,
we spent a considerable amount of effort (approximately 6
man-months) building a library of models that describe various
components of the Web. The task of building suitable domain
models is extremely challenging. First, these models need to
be sufficiently general enough to be reusable for multiple
systems in that domain. In addition, they need to provide a
fairly accurate representation of the reality, since any feedback
from a DSE tool will be only as reliable as the fidelity of the



underlying models; for instance, if a domain model omits a
crucial system detail that could be exploited for an attack, the
tool will not be able to produce any information about the same
attack. We believe that a community-wide effort to validate
these models and keep them up-to-date will be a worthwhile
pursuit that will benefit not only system developers, but other
researchers who may be interested in building a similar type
of framework.

d) Scalability: Another challenge faced by DSE frame-
works (not limited to software, but in other types of systems
as well) is the sheer potential size of a design space that
needs to explored. The number of possible design candidates
is exponential in the number of design parameters; in some
systems, the domain of possible values for one or more design
parameters may be unbounded, resulting in an infinite design
space. Strategies or heuristics for effectively traversing this
space will play an important role in scaling a DSE framework
to practical systems.

A number of techniques for dealing with the state explosion
problem have been developed by the verification community,
and some of those may be applicable here as well [14], [17],
[28]. Another type of approach may leverage the developer’s
insights about the system to guide the exploration engine
towards particular regions of the design space. For instance, a
DSE framework called Formula [23] allows the user to specify
what it means for two design candidates to be considered
equivalent, and leverages this information to significantly
reduce the number of candidates that it needs to explore.
As suggested in Section V-Ob, we believe that building a
robust feedback loop will be crucial not only for providing
useful information to the developer, but also for tackling this
scalability challenge.

VI. CONCLUSION

The term design space exploration is a concept that is
already well understood in other engineering disciplines. It
is routinely carried out in construction of complex hardware,
physical, and embedded systems such as aircraft, automobiles,
and microprocessors. In these fields, an early investment in
design is easy to justify, as manufacturing costs tend to
be high, and the consequence of a product failure can be
destructive in terms of financial burden (in case of a recall)
or potential harm to users. On the other hand, software has
been ostensibly considered ‘“cheap” to produce and update,
contributing to the rather lukewarm reaction to the idea of
upfront design by developers. After all, if a problem can be
fixed at any time, why bother spending so much effort trying
to prevent it in the first place?

But this attitude may be changing. Computer systems are
more connected than ever, with average users storing more
of their sensitive data on locations that are easily accessible
to malicious individuals with enough will and sophistication.
The potential cost of a security failure is rapidly increasing,
and no longer limited just to information exposure; with the
continual growth in the number of cyber-physical systems and

smart devices, a security attack may directly result in damage
to critical infrastructures, the environment, and human lives.

Security testing, verification, bug finding, and coding prac-
tices will continue to be indispensable tools for ensuring the
security of a software system. At the same time, it is of our
opinion that security will erroneously remain something of an
afterthought—a quality that you add onto an existing system—
unless more effort is devoted to articulating DSE as an im-
portant development activity on its own, and building tools to
aid developers in this activity. Fortunately, our community has
made significant progress in developing underlying theories,
techniques, and domain knowledge in security; the next step
is to put them to appropriate use.
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