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Validation of a Formal Method for Human Error Rate
Prediction With Negative Transfer

Yeonbin Son

Abstract—Human error is often associated with system failures.
The complexity of human-automation interaction can make it diffi-
cult to anticipate what errors can occur and how they contribute to
failures. Previous research has shown that task analytic behavior
modeling with the enhanced operator function model and the
cognitive reliability analysis method (CREAM) can be combined
with statistical model checking to make predictions about human
error rates, their stochasticimpact on system failures, and the effect
of negative transfer of design changes on these predictions. These
efforts were successful, but the validation studies used artificial
examples with limited data. Predictions also slightly overestimated
error rates. This article addresses these deficiencies by conducting
a validation study based on the prescription order entry interface
of the OpenEMR electronic medical record. As part of this, we
explored how prediction accuracy for the OpenEMR application
changed based on the inclusion/exclusion of planning errors: errors
based on people’s ability to formulate task plans, which we hypoth-
esized contributed to error rate overestimation. Results found that
our method’s predictions aligned with those observed in the exper-
iment, especially when planning errors were excluded. Negative
transfer conditions did not manifest significant differences in error
rates experimentally or in model predictions. These results suggest
that negative transfer’s impact on human-computer interaction
may be overstated in the literature. Finally, higher error rates
were observed between the original OpenEMR prescription order
entry interface compared to an alternative that we tested. We highly
suggest that OpenEMR adopt the alternative.

Index Terms—Human error, human reliability, model checking,
negative transfer.
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I. INTRODUCTION

UMAN error is often cited as a major factor in com-

plex system failure [1], [2], [3]. It contributes to ap-
proximately 50% of commercial aviation accidents and 75%
in general aviation [4], [5]; at least a third of unmanned aerial
system (UAS) accidents [6]; and between 44 000 and 98 000
deaths in medicine annually [7], [8]. These errors often occur
because of systemic issues, where engineers do not account
for humans in their designs or the impact that human errors
can have. However, modern system complexity can make it
extremely challenging for engineering to account for all the
human-automation interactions (HAIs) and errors that need to
be considered. Thus, one way researchers have attempted to
address this is by exploring how formal methods (techniques for
proving properties about system models) can be used to evaluate
and engineer complex, human-interactive systems [9], [10], [11],
[12], [13]. The research presented here specifically focuses on
methods that combine models of human task behavior with
models of the automation’s behavior. When this is done, formal
verification/proof determines if included behavior (inclusive of
normative human behavior and unexpected human errors) can
contribute to a violation of system safety [14], [15], [16], [17],
[18], [19], [20], [21], [22], [23], [24], [25], [26], [27], [28].

These techniques are particularly good at discovering when
and how HAI design flaws can be problematic, but with limita-
tions. For example, such analyses are traditionally performed
with deterministic or non-deterministic models. This allows
them to account for various behaviors, interactions, and perfor-
mance options, but without considering probabilities. As aresult,
decision-makers must use their intuition and domain knowledge
to determine if discovered failure sequences are worthy of inter-
vention. Furthermore, attempting to fix design flaws or errors can
be fraught. This is because any system change could introduce
unforeseen errors or confuse expert human operators [29]. New
tasks can be more error-prone than those replaced [1], [18], [30],
[31]. Changes can also create negative transfer [32], [33], where
a human’s skill in the old task encourages erroneous behavior
with the new design [34].

In previous work, we introduced a method that combined
human reliability analysis (HRA) with task-based erroneous
behavior generation and formal verification with probabilistic
and statistical model checking: tools for automatically proving
properties about stochastic systems (based on the model or
traces through the model, respectively) [35]. When used together
in our method, we can make probabilistic predictions about
human error and system failures [36]. We extended this method
to account for the effects of negative transfer (of learning)
using cognitive similarity theory [37]. While these efforts were
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successful, the applications used to validate findings were based
on artificial examples with limited data. Additionally, the er-
ror rates predicted (while completely reasonable) tended to be
higher than those in human data.

To address these deficiencies, this research conducted a hu-
man subjects experiment, based on a human—machine interface
from the OpenEMR electronic medical record system, that
sought to validate the error rate predictions of our method, both
with and without negative transfer. As part of this, we also
explored whether removing planning errors from model com-
putations would improve error rate predictions. In what follows,
we present the necessary background for understanding our
research. This includes a thorough description of our method.
This is followed by a more precise description of the research’s
objectives. We then describe the human subjects experiment and
modeling effort that were used to evaluate our method. After
presenting our results, we discuss them and use this as the basis
for suggesting future research directions.

II. BACKGROUND

There is a vast literature on human error as well as design
and analysis methods for addressing it. Below, we focus on
that which is critical to our research. This includes work on
formal verification with task models and human error, as well
as extensions that make probabilistic predictions about human
error and the modeling of negative transfer.

A. Formal Verification With Task Behavior and Human Errors

Task analysis is a systematic process that describes how
humans normatively achieve goals with a system [38]. This
is commonly documented as a hierarchical task model. Task
models can be interpreted formally. This allows them to be
included in a larger formal model that contains descriptions of
other relevant system behaviors. Formal verification, like model
checking, evaluates modeled behavior (including human errors
generated in the task model) on system performance and safety
(see [9] for a review). One of the most advanced formal task
modeling languages (and the one used in this research) is the
enhanced operator function model (EOFM).

EOFM [17], [39] is an XML-based task modeling formalism.
EOFMs represent tasks as a hierarchy of goal-directed activities
that ultimately decompose into actions. A decomposition oper-
ator specifies the temporal and cardinal relationships between
decomposed acts: sequential or parallel execution, execution
order, and how many can execute. Two of EOFM’s nine de-
composition operators are presented in this work. xor indicates
that exactly one subact can execute. ord indicates that all must
execute, one at a time, in their presented order. EOFMs also
express task strategic knowledge explicitly as Boolean logical
conditions on activities. These assert what must be true to
start (preconditions), repeat (repeat conditions), and complete
(completion conditions) execution.

Critically, EOFMs have formal semantics that enable their
inclusion in formal verification. For model checking, an auto-
mated translator [17] uses EOFM’s formal semantics to convert
a given task’s XML into the model checker language. This
treats each activity and action as a state machine that transitions
between ready, executing, and done states. Transitions are based
on Boolean conditions created using act strategic knowledge
(the pre-, repeat, and completion conditions); the execution

TABLE I
EQUATION (1) PARAMETERS FOR DIFFERENT COGNITIVE FUNCTIONS [44]

Cognitive Function

Parameter ~ Observation  Interpretation  Planning  Execution
a 0.0055 0.0041 0.0052 0.0065
b -0.2458 -0.2046  -0.2828 -0.2860
c 0.2840 0.2244 0.4019 0.4079
d -2.0775 -1.3495  -2.0000 -2.4120

state of parent, sibling, and child acts; and the relationships
between these as required by the act’s position in the task and its
parent’s decomposition operators. This task state machine model
is composed with formal models of the system automation for
end-to-end behavioral verification [16].

When erroneous behavior generation is used with EOFM, a
version of the formal model is created that enables task formal
semantics to be violated in accordance with different theories
of human error [20], [21], [40]. This allows model checking to
discover how human errors could cause failures.

B. Accounting for Probabilities of Human Errors

Researchers have extended formal human reliability analy-
ses [36], [41], [42], [43] to show that task models can be used
with human error rate predictions. The method we focus on
here [36] uses a variant [44] of the cognitive reliability error anal-
ysis method (CREAM) [45] to dynamically make predictions
about human error rates and their impact on system performance.
In this, each task (or task part) has an analyst-specified CPCSum.
This value, derived from a subject-matter expert, indicates how
well the environment supports the human based on common per-
formance conditions (CPCs): quality of the organization, work
conditions, human—machine support, procedures, simultaneous
goals, time availability, time of day, work experience, and team
collaboration. Each of these is rated as improving (1), reducing
(-1), or not affecting (0) human performance. The CPCSum is
the sum of these ratings. Then, based on a regression model fitted
to a large human performance database, human error rates are
predicted by Bedford et al. [44]

PyymanError = ].O(a‘CPC;"“%Fb‘ CPCS""]+C+d) . (1)

The a, b, and ¢ parameters are determined by the cogni-
tive function of the task, and d is the log;, of the nominal
error probability. Importantly, this makes predictions for four
cognitive functions (Table I): observation (functions related to
noticing and perceiving events), interpretation (understanding
the meaning of the observations as it relates to the current
situation), planning (formulating a plan or task to address the
current situation), and execution (executing the task). These are
used in different parts of task execution and associated with
different human errors [36], [44], [45].

When used with EOFM [36], our automatic translator con-
verts an EOFM into a formal model in the input language
of PRISM, a state-of-the-art probabilistic and statistical model
checker [35]. The formal model was based on the architecture
in Fig. 1 (an extension of the one introduced in [16]), where
the human task model interacts with the formal representation
of the other system elements, which are manually created by
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Fig. 1.  Architecture used for supporting the prediction of probabilities of hu-
man error with EOFM in formal methods analyses. Rounded rectangles describe
different model state machines. Parallelograms are formulas that compute values
from model variables during execution. Elements in gray show the architecture
for the original method [36]. The parts in black show how this architecture was
extended to account for negative transfer [37]. Ellipses (0) are used to show
that there can be additional cognitive functions in a given model, which could
be included to influence the execution of different parts of a task. These also
signify the possibility of multiple old task parts and associated primed planning
functions.

the analyst. Importantly, the formal task drew inputs from con-
current, synchronously composed cognitive function models.
These, using a CPCSum and (1), indicate if an error in each
function can occur (a Boolean variable that becomes true based
on the computed probability) in each modeled step. The task
model would see these inputs and, if the current part of task exe-
cution was associated with a given cognitive function, use them
to determine whether to execute that part of the task normatively
or erroneously. The erroneous behavior options were generated
based on the task-based taxonomy of human error [30], in
accordance with the generation strategy from [40], a generic
error generation approach that can encompass deviations from
task behavior, including genotypes [1] and phenotypes [2] of
human error. Observation function errors would cause inputs to
the task model from the other system elements to be perceived
incorrectly. Interpretation function errors cause incorrect inter-
pretation of strategic knowledge that dictates when activities
execute. Planning function errors result in incorrect execution
of task plans (as if the modeled person did not know or properly
formulate the task). Finally, execution errors result in the human
model omitting, intruding, repeating, or incorrectly performing
actions (see details in [36]).

Models created in this way can then be checked to produce
probabilistic predictions about error rates and different system
outcomes. This approach was able to accurately predict the
probability of post-completion errors for different versions of
an automated teller machine interface [36] (albeit on the high
side of acceptability). However, the method could not account
for negative transfer that can occur during a design change.

C. Accounting for Negative Transfer

Negative transfer occurs in a design change when the modi-
fications allow for the old (familiar) behavior to execute under
conditions when that execution (previously) would have been
appropriate [32], [33]. This can lead to a human performing out-
dated, incorrect behavior. Specifically, negative transfer arises

when there is a combination of surface similarity and structural
discrepancy [32]. Surface similarity occurs when the interface
or environment conditions are similar enough to trigger the old
task. Structural discrepancy indicates that the tasks are executed
differently. This results in the human mistakenly executing the
old task within the new design. This definition is consistent
with the literature that has explored the mechanism and effects
of negative transfer [46], [47], [48], which has concluded that
negative transfer is predominantly caused by “temporary cog-
nitive or decision confusion, not the result of a motor control
problem” [46]. Thus, while negative transfer can occur at any
level of cognition [49], it is higher order cognition (such as
that associated with the planning cognitive function) that is
predominantly responsible for its impact.

We adapted the EOFM language and its translator to incorpo-
rate negative transfer into its formal probabilistic analyses [37],
thus enabling it to be considered along with its ability to predict
human error probabilities through other mechanisms [36]. This
was accomplished by: 1) including the replaced parts of the task
within the formal task model representation (to capture structural
inconsistency); 2) modifying the formal model to dynamically
evaluate the surface similarity between the current situation
and the original execution conditions of the replaced task; 3)
proportionally reducing the CPCSum for the original task based
on the maximum potential impact of surface similarity and using
this to compute the probability of a specialized planning error
causing the replaced task to execute. It is important to note that
we treat negative transfer as a unique type of planning error. This
is because negative transfer can relate to knowledge about how
to perform the task at any point in a task’s execution. Thus, the
mechanism for the error most naturally and generically relates to
the planning function. This is also consistent with the cognitive
theory associated with negative transfer discussed above [32],
[46], [47], [48], [49].

To enable these changes, the EOFM language and translator
were expanded to allow the explicit representation of old tasks in
the formal EOFM. For the second and third points, we modified
the EOFM-to-PRISM translation process [36] to compute the
similarity between the current situation and the conditions under
which the original task was performed, dynamically influencing
the likelihood that the original task will be executed. The alter-
ations to the formal model are illustrated by the black elements
in Fig. 1.

In the revised architecture, when a task component is replaced,
the original is retained within the formal EOFM representation
as an 01d Task Part, which is associated with three new
elements.

1) SimilarityComputation is a formula that calcu-
lates a SimilarityScore by extracting features from
the original condition under which the task part would
have been executed and comparing it to the current situa-
tion.

2) CPCAdjustment is a formula that adjusts the original
CPCSumdownwards, based onthe SimilarityScore

AdjustedCPCSum = CPCSum
— A - SimilarityScore  (2)

where A is the maximum possible adjustment to the
CPC sum. Given that changes in tasks primarily impact
the operator’s procedural knowledge, only the planning
CPC is adjusted, restricting A to a range between 0 and
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2 (the actual A range would be contingent on how the
procedures’ CPC was originally assessed).

3) PlanningFunction’ is a new concurrent cognitive
function module that uses the AdjustedCPCSum to
determine the probability of a planning error occurring as
aresult of negative transfer (indicated by PlanningEr -
ror’).

If PlanningError’ is true, the O1dTaskPart can exe-
cute in place of the corresponding portion of the new task. To
facilitate this, the formal model marks the new task as completed
when O1dTaskPart has been executed.

The similarity assessment leverages EOFM’s ability to pro-
vide a formal logical description of when the old task part would
execute. This allows for the calculation of surface similarity
in accordance with the theory underlying rule-based human
cognitive models [50], [51]. This model posits that humans
recognize situations where a behavior is appropriate based on the
features present, where the set of required features is represented
by a Boolean expression. The similarity between the feature
set Iy in the current situation and the feature set F'g from the
original context is computed as the ratio of shared features to
the total number of features in Fg [51]

Similarity = |[Fa N Fp|/|Fg|. (3)

To implement this in EOFM [37], we developed a reasoning
engine that transforms inequalities in the Boolean expression
into equivalent equalities. Then, the expression is converted into
conjunctive normal form, where the features are represented
as distinct “or” clauses. The SimilarityComputations
element (see Fig. 1) uses this structure to calculate the Simi -
larityScore

0(Feature) + ...+ 0(Feature,,)
n

SimilartyScore = 4)
where 0( Feature,) equals 1 if feature expression Feature, is
true, and O otherwise.

This approach was validated with a case study from the liter-
ature for which there was human data: software that simulated
packing fruit into boxes with different keyboard keys [52]. The
method did predict realistic error rates [37]. However, as with
the previous example, these were higher than the actual observed
error. Also, the artificiality of the application and the limited size
of the data set make it unclear how generalizable the results are.

III. OBJECTIVES

To validate our method’s predictions, we conducted a human
subjects study. In this, we compared the observed error rate
of participants for different interface designs produced with
our formal method under conditions where negative transfer
could occur and when it should not. The evaluated applications
were variants of the prescription order entry system used in the
OpenEMR electronic medical record system: one based on the
actual design and one meant to improve human reliability. This
interface is used by medical professionals to electronically send
prescriptions to pharmacies. This is an appropriate and important
application because errors in prescriptions can cause extra work
for pharmacists and medical workers and, if dangerous errors
are not caught, critical patient health and mortality outcomes.
Furthermore, this is a real system. OpenEMR has more than
20 000 worldwide installations and services approximately 120
million patients [53].

Additionally, we hypothesized that the slight overestimation
of error rates observed in previous results was caused by the
generic inclusion of planning errors: errors related to formulat-
ing a wrong task plan to address an unexpected situation. While
such errors are very real [45], they are likely unusual in applica-
tions with well-defined and well-practiced task models (which
include the applications that were previously evaluated). This is
because such systems will have human users who understand
and are well-practiced with the system’s task procedures. Thus,
we created predictions that both included and excluded planning
error so that they could be compared with our experimental
results.

IV. METHODS

The following describes our validation effort. This includes
our human subjects experiment, our formal modeling and veri-
fication effort, and the data analyses used for assessing the error
rates observed in the experiment and comparing them with the
predictions made through verification.

A. Human Subjects Experiment

To collect data for our validation, we ran a human subjects
study. Participants interacted with two different versions of the
OpenEMR prescription order entry interface. This study was
conducted under UVA IRB-SBS Protocol 5064.

1) Participants: We recruited 29 nursing students from the
University of Virginia as experiment participants (1 male and
28 females); 75% were 18-24 years of age, 7% were 25-29,
14% were 30-34, and 3% were 35-39. All were compensated
for their participation with a $50 gift card.

2) Materials and Apparatus: The experiment was conducted
in the Human Systems Laboratory at the University of Virginia
in a controlled, quiet, and uniformly illuminated setting. It
was administered on a laptop computer resting on a computer
desk in front of which a participant would sit. The laptop was
connected to a mouse and a set of headphones that the partic-
ipant could use to interact with the computer. The laptop was
running software (implemented as a web application built using
PHP, JavaScript, and HTML) that was developed specifically
for this study. The software was designed to administer the
full experiment: introducing participants to the different tasks
with training videos, providing them with text instructions; and
collecting (and saving) participant responses. The software also
included the two prescription order entry interface designs. The
first [illustrated in Fig. 2(a)] used the original design from Open-
EMR. In the alternative [see Fig. 2(b)], we modified this design
to presumably improve the human reliability of the interface.
Both had participants enter information concerning whether a
prescription was active; its start date; the provider; the name of
the drug; the quantity (number of units) of the drug; the medicine
unit of the drug (i.e., the amount of the drug in each unit such
as a tablet); coded directions for taking the drug (e.g., PO for
“per 0s”/“by mouth” or QD for “quaque die”/“once a day”);
the number of refills and associated tablet dosages; prescriber
notes; an indicator about whether to add the medication to
a particular list; whether substitutions are allowed; whether
the prescription was an electronic-prescription (e-prescription);
whether it has been checked that the prescription is covered by
the patient’s insurance (checked drug formulary); and whether
the prescription is a controlled substance.
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Fig. 2.

Interfaces seen by participants in the experiment. (a) and (b) are the two versions of the prescription order entry system from the OpenEMR application.

(a) is the original OpenEMR design. (b) is the alternative design. In both (a) and (b), the multiple screenshots and arrows show the process for finding and entering
the drug type. (c) is an example of prescription information presented to participants on paper during the experiment.

The differentiating factors between the interfaces were how
the drug name was specified. In the original, entering the
drug was a multistep process [illustrated in Fig. 2(a)]: 1) the
user/participant clicks on the “(click to search)” text next to
the “Drug” text field; 2) this displays a search box below the
“Drug” field in which the user enters a search term and clicks
on the “Search” button; 3) this replaces the search box with
a dropdown list containing the search results, from which the
user selects the best option and clicks on the (now displayed)
“Select” button; which 4) loads the selected drug into the “Drug”
text box. Note that this interface allows the user to enter the drug
name directly into the “Drug” search box (but without the benefit
of input being confirmed with a search). Notably, the original
interface violates standard user interaction conventions, which
inherently increases the likelihood of interaction errors, even in
the absence of negative transfer.

In the alternative interface, we sought to streamline and im-
prove the process for searching for a drug [see Fig. 2(b)]. In this:
1) the user selects and starts typing the name of the drug in the
“Drug” text field; 2) as the user types, a search results list appears
showing the best matches for the user’s text, which the user can
select; 3) the selected option is loaded into the “Drug” text field.
This was expected to be more reliable (less prone to human error)
because it is less complex, more standard-compliant, and avoids
creating a post-completion error condition [54]. Specifically, in
the original interface, once a user has searched for and found a
drug, they must click on the “Select” button to load it into the
“Drug” text field. Given that finding or entering the right drug
is the user’s primary goal, they should be prone to omitting the
supplementary, yet critical, goal of clicking the “Select” button.

For both interfaces, the prescriptions entered were given to
participants and were printed on individual sheets of paper [see

Authorized licensed use limited to: Carnegie Mellon University Libraries. Downloaded on January 21,2026 at 21:00:51 UTC from IEEE Xplore. Restrictions apply.



SON et al.: VALIDATION OF A FORMAL METHOD FOR HUMAN ERROR RATE PREDICTION 849

an example prescription in Fig. 2(c)]. These prescriptions were
from a set of real, representative, deidentified prescriptions used
for training pharmacy students in a model pharmacy.

3) Independent Variables: The experiment had two indepen-
dent variables. The interface [original or alternative; see Fig. 2(a)
and (b)] was a within-subjects factor. The order participants
saw interfaces (original first or alternative first) was a between-
subjects factor, where participants entered all of a set of prescrip-
tions first with one interface and then all with the other. This
distinction was important because the interfaces could allow
negative transfer to occur when going from the alternative (first)
to the original (second). This is because participants could enter
a prescription drug directly into the “Drug” text field without
engaging the search (a situation likely to increase the chance
of incorrect entry of the drug’s name). The reverse is not true
when the alternative interface is second. This is because the
original’s drug search cannot be executed on the alternative. This
combination of variables ultimately created three conditions of
interest: 1) the original interface with no negative transfer (the
original seen first); 2) the original interface with negative transfer
(the original seen second); and 3) the alternative interface (across
both orders).

4) Dependent Measures: For each prescription with each
interface, participants entered the prescription’s information into
the interface. Any field whose entered value did not match
what was in the prescription (incorrect values, misspellings,
or omissions) resulted in the prescription being counted as
having an error. This enabled us to compute error rates for each
independent variable condition of interest, where the rate was
the number of prescriptions with errors for that condition divided
by the number of prescriptions for that condition.

Additionally, for each experiment, participants completed a
CREAM CPC survey. This used the standard questionnaire
established by Hollnagel [45], which asked participants nine
questions to assess whether they felt that each of the nine CPCs
improved, reduced, or did not affect performance. By counting
the responses to this survey, we were able to estimate average
CPC sums for both interfaces.

5) Procedure: In the experiment, a participant was admitted
to the lab and sat in front of a laptop. The participant had the
experiment explained to them. They were also presented with
an informed consent document, which they read and signed.
Following this, the participant put on the headphones and had
the experiment administered to them via our custom software.

In this, participants completed a demographic survey and then
watched a training video. The video described the components
of prescriptions and how to enter them into the system using the
interface that participants would see first. Following the video,
participants entered a set of prescriptions (from provided paper
printouts) into the first interface. After entering 50 prescriptions,
participants completed the CREAM CPC survey for that inter-
face. This completed the first half of the experiment. Participants
were given the option to take a short break. When they were
ready to continue, the software would present participants with
a training video that explained how to use their second interface.
The participants would then enter 50 prescriptions into the
second interface. This was followed by the CREAM CPC survey
for the second interface.

6) Experimental Design: The same 50 prescriptions were
used across interfaces and participants. Thus, each participant
had to enter each prescription twice: once with the first inter-
face and once with the second. The order of prescriptions was

randomized for each interface and participant. Furthermore, the
order participants saw interfaces was counterbalanced between
them: 15 saw the original first and 14 saw the alternative first.!

B. Formal Modeling and Error Rate Prediction

Based on the OpenEMR documentation and our own experi-
ence using its online demo, we used EOFM to model the human
task behavior for filling prescriptions with our two interfaces.
Visualizations of the EOFM are shown in Figs. 3 and 4. In par-
ticular, the general form of the tasks for entering a prescription
is shown in Fig. 3(a) along with general patterns for entering
text/numerical values [see Fig. 3(b)] and selecting check box
options [see Fig. 3(c)]. The variants of the aEnterDrug activ-
ity [a subactivity of the task in Fig. 3(a)] for entering the name
of the drug are shown in Fig. 4. Fig. 4(a) was the activity for
entering the drug name into the original interface, while Fig. 4(b)
was the activity for doing it with the alternative.

The main task [see Fig. 3(a)] has root activity aEnterPre-
scription. This is executed by having the human enter a
prescription’s data (aEnterData) and then save it (aSave-
Data) as dictated by the ord decomposition operator. Data
entry under aEnterData had activities for each interface
field, and could be executed in any order (as per the and_seq
decomposition). Entering a numerical or textual value used the
pattern in Fig. 3(b). This had humans read the associated value
from the paper prescription and then set the value (and repeatedly
try to do so until the correct value was entered) by selecting the
correct interface field and entering the read value. The activity
for setting a checkbox value [see Fig. 3(c)] operated similarly,
with the participant reading the prescription element from the
paper and setting the check value by clicking the appropriate
field.

The activity for setting the drug name with the original in-
terface [see Fig. 4(a)] had the human start by reading the drug
from the provided paper (aReadDrug). They would then set
the drug (repeatedly if necessary via aSetDrug) by: showing
the search field by clicking on “click to search” (under aS-
electClickToSearch), selecting the revealed search field
(with aSelectSearchBox), entering the name of the drug
they read from the paper (under aEnterDrugName), clicking
the “Search” button (via aSelectDrugSearchField, se-
lecting the revealed search box dropdown list (with aSelect-
DrugName), picking the drug they read from the paper from
the list of search results (under apickDrugname), and then
clicking the “Select” button to load the selected drug into the
“Drug” text field (via aSolidifyDrugnameSelection).
The comparable drug name selection activity for the alternative
interface [see Fig. 4(b)] was comparatively simpler. The human
reads the drug name from the provided paper (aReadDrug) and
then sets the drug (again repeatedly if necessary) by: selecting
the drug name field (aSelectDropdownField), entering
the name of the drug read from the paper (aEnterDrugName),
and then (optionally via the optor_seq decomposition) pick-
ing the drug name from the search results (aPickDrugName).

These tasks were translated into PRISM’s input language to
create six different models. Two were for the original interface
[using aEnterDrug from Fig. 4(a)], one with and one without

! Our original design called for 15 participants in each condition. However,
participant cancellation and semester schedule constraints resulted in us failing
to recruit our final participant.
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Visualization of the EOFM patterns for entering prescriptions into the OpenEMR prescription order entry interfaces (see Fig. 2). In these patterns (and

those in Fig. 4), activities are rounded rectangles and actions are pointy ones. Decompositions are downward arrows annotated with a decomposition operator. These
point to a gray shape that encompasses decomposed acts. Strategic knowledge conditions are connected to the activity they constrain. These are labeled with the
condition’s Boolean logic. A Precondition is a down-pointing, yellow triangle; a CompletionCondition is an up-pointing, magenta triangle; and a RepeatCondition
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names in activities indicate the values of variable X, which are used to define instances of the patterns in the other subfigures. (b) Activity pattern (based on X) for
setting a value field on the interfaces. (c) Pattern (based on X) for setting an interface checkbox.

standard planning errors, where planning errors were excluded
by manually setting PlanningError (see Fig. 1) to false.
Two versions were for the original interface in the negative
transfer conditions using aEnterDrug from Fig. 4(a), both
with and without standard planning errors, where aSetDrug
from Fig. 4(b) was the old task part. Note, negative transfer plan-
ning errors, usingplanningFunction’ fromFig. I, were in-
cluded in the negative transfer condition. Furthermore, the simi-
larity condition (4) that could contribute to errors associated with
executing Fig. 4(b)’s aSetDrug as the old text part was for-
mulated as (0(aEnterDrug = Ezecuting) + 0(aReadDrug =
Done) + 0(iDrugName # [DrugName))/3. The final two
model versions were for the alternative interface [using aEn-
terDrug from Fig. 4(b)], one with and one without standard
planning errors. In these, the architecture’s (see Fig. 1) other
system elements were composed of automation and mission
models.” The automation model tracked the interface field that
was selected, updated field values based on this, and (in the case
of the original interface) controlled the display and selection
of fields for the drug name search. The mission model would
determine what an accurate prescription looked like, where the

2 Allmodels and software can be found at https://github.com/mIb4b/PEOFM-
to-Prism-Translator.

probability of a given prescription form was set based on the
set of prescriptions participants entered during the experiment.
Note, to keep the model tractable, all prescription values were
modeled abstractly as being Nothing (having no value set),
SomethingCorrect (having a value that matches what was
in the prescription), and SomethingIncorrect (having a
value not matching what was in the prescription).

Finally, the formal models made use of PRISM’s “label” fea-
ture to define when a prescription error occurred under the label
“RxError.” This label logically computed a Boolean value that
would be true if the aEnterPrescription [see Fig. 3(a)]
completed execution with the entered prescription not matching
what was prescribed in the mission. It was false otherwise.

By default, analyses for all models started with the CPCSum
set to the maximum value of 9. This was because, in our expert
opinion, we expected the task to be fairly familiar and straight-
forward for most participants, who were performing the task in
an ideal environment. However, we also potentially anticipated
updating these to match the interface condition average CPCSum
measured from participant surveys.

Each model variation was verified using statistical model
checking (to avoid the scalability issues of probabilistic check-
ing; [40]) with confidence set to 0.01, 20 000 samples, and a
maximum path length of 10 000. These used a probabilistic
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the notation.

computation tree logic property of
P = ?[F(“RxError”)]. %)

This instructed the model checker to compute the probability
(p = 7) that eventually (F') “RxError” becomes true.

C. Data Analysis

We used two-tailed statistical tests to evaluate whether there
were significant differences observed between options using
a = 0.05, with p-values adjusted using a Benjamini-Hochberg
(BH) false discovery rate (FDR) correction to account for multi-
ple comparisons. This included a paired t-test to assess whether
there were differences in the error rates observed between the
original and alternative interfaces. It also included independent
t-tests to evaluate whether there were differences between the
negative transfer conditions for the experimentally observed
error rates for the original interface. Finally, it did not make
sense to use a t-test to compare the observed human error rates
to those produced by the model verification process. This is
primarily due to the former being averaged across observations
collected from multiple participants and the latter being com-
puted based on probabilistic computations from 20 000 model
traces. However, both processes produce accurate estimates of
sampling variability. Thus, we used Z-tests for the difference
between two proportions to assess whether there were signif-
icant differences between the predicted error rates (both with
and without standard planning errors) and their corresponding
interface’s experimental error rate.

EOFM activities for entering the drug (aEnterDrug from Fig. 3) for the (a) original and (b) modified open EMR interfaces. See Fig. 3 for a description of

V. RESULTS

Based on the ratings participants provided on the CPC survey
about entering prescription data with the different interfaces,
the original interface received a mean CPCSum of 2.510 (sd =
1.844). The alternative interface received a mean CPCSum of
1.385 (sd = 1.500). These values were considerably lower than
our expert-provided CPCSum of 9, which we initially used
for model predictions. Because this expert CPCSum produced
extremely accurate results (discussed next), we did not use the
averages provided by participants (which would have produced
significantly higher error rate predictions) or explore additional
CPCSum levels.

The error rates observed in the experiment were 0.054 for
the original interface (without negative transfer / when seen
first), 0.056 for the original interface under the negative transfer
condition (when seen second); and 0.033 for the alternative
interface (an average of a 0.033 error rate observed when the
alternative interface was seen both first and second). These were
compared with the results produced by each of the evaluated
models with a CPCSum of 9, as shown in Fig. 5.

The statistical analyses of these results revealed significant
differences between the experimentally observed error rates
for the original and alternative interfaces (¢(28) = 26.10,p =
0.033,d = 4.85) and the experimental error rate and the pre-
dicted one produced when planning errors were allowed (z =
3.06,p = 0.018, ~ = 0.11). No other comparisons showed sig-
nificant differences. These results are summarized as part of
Fig. 5. There are three important takeaways from these results.
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with model verification results both with (M) and without ([J) standard planning
errors allowed. All results are shown with 95% confidence intervals observed
across participants or produced by verification (converted from the 99% intervals
produced by the model checker). The brackets above the plots show significant
differences between options (p < 0.05 adjusted using BH FDR). A dotted,
curved bracket indicates a pooling between options. Verification times are
reported above their respective model error rate predictions.

First, the alternative interface was clearly more reliable (pro-
duced a significantly lower error rate) than the original in the
human subjects experiment. Second, while the negative transfer
condition for the original interface produced a higher error rate,
this was not significantly different from the condition that did not
have negative transfer. Third, the error predictions that excluded
standard planning errors were closer to the comparable error
rates observed in the experiment. This relationship was most
clear in the alternative interface condition. Here, predictions
that included standard planning errors were significantly higher
than the experimental results, while those performed without the
planning errors were not.

VI. DISCUSSION

The results of this research appear to validate the ability
of our method to accurately predict human error rates. Using
the analyst identified CPCSum of 9, our approach was able to
(with one exception) produce error estimates that were within
1% point of the observed values and whose 95% confidence
interval encompassed the observed value (see Fig. 5). The ex-
ception was the alternative interface when planning errors were
allowed, which was within 2.2% points of the experimental
result. Additionally, all the predicted values reproduced the
ordinality of the error rates observed for the different inter-
face conditions (within a given planning/no-planning option):
the highest error rate was seen with the original interface under
the negative transfer condition, the second highest with the orig-
inal without negative transfer, and the lowest with the alternative
interface.

Furthermore, the results appear to confirm our hypothesis
that overestimation of error rates was caused by the generic
inclusion of planning errors (planning errors not associated with
negative transfer) in predictions (see Fig. 5). Specifically, all the
error rate predictions were overestimates (larger by between 0.8

and 2.2 percentage points) when planning errors were included.
When they were excluded, error rates were both closer (within
0.1% and 0.9% points), ranged around the observed value, and
were not significantly different from those values. Thus, our
recommendation would be to use the method without including
generic planning errors unless an analyst has acompelling reason
to do so.

The experiment did produce a higher error rate with the orig-
inal interface when negative transfer was expected. However,
the difference observed was only 0.2% points (~0.2 errors per
participant): not a statistically significant change. This was a
surprising result due to the strong negative transfer condition
created for the experiment and the prominence of the claim that
this is a major factor in human reliability in the human factors
and usability literature, particularly in the work of Norman [34].
It is possible this was caused by the simplicity of the task and/or
the fact that the associated error could only manifest in limited
ways.

Based on our insignificant finding, we returned to the literature
to see how our observed rates compared to others’. Besnard and
Cacitti [52] trained participants in a simple computer interface
for sorting virtual fruit based on specific keyboard keys. When
they swapped around the keys, they observed an average, small
increase of 1.6 errors (they did not report rates or statistical tests).
Woltz et al. [56] reported three studies where error rates were
tracked in negative transfer conditions. In these, participants
repeatedly reduce numbers using a given mental algorithm.
Participants in the negative transfer conditions were heavily
trained with a particular set of numbers and then asked to
perform with a different set. They produced significantly more
errors than those who did not receive the extensive training.
Blais et al. [46] had participants perform a coordination task
where they were asked to move a 2-D joystick and a foot control
to the position of stimuli on a visual display. All participants
reviewed consistent initial training using standard controls, had
their controls reversed for a variable number of trials, and then
were evaluated when controls were unreversed. The researchers
found that an increase in the number of reversed control trials
participants experienced resulted in more negative transfer errors
when the controls were ultimately unreversed. The observed
negative transfer error rates ranged from 0.75% to 2.25% .

These results, coupled with our own, suggest that negative
transfer may only be relevant to particular types of tasks. Besnard
and Cacitti’s [52] study related to keying errors in response to
a well-practiced stimulus-and-response sequence; Woltz et al.’s
[56] concerned sequential problem solving; Blais et al.’s [46]
was a manual control task; and ours was data entry. Thus, more
research is required to understand in what types of tasks negative
transfer is a critical factor in human reliability. It is important
to note that our previous results [37] did capture the negative
transfer effect observed by [52]. This, coupled with our results
here, suggests (though clearly not definitively) that our method
is capable of predicting the minor effect of negative transfer
on keyboard-related human—computer interaction tasks. Future
research should investigate whether this extends to other human—
computer interaction tasks as well as the tasks explored by Woltz
et al. [46], [56], and others in the negative transfer literature.

Although not used in the work presented here, the PRISM
model checker can compute rewards/penalties based on the state
of the model. This can allow the model to count the number
of errors across multiple task executions [37]. This feature
could theoretically be used (with multiple reward or penalty
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categories) to count different categories of errors or specific
instances of error to provide more diagnostic information about
predicted error rates. The implementation and validation of such
a feature should be explored in future research.

The results of our study do indicate that the alternative inter-
face design we implemented for the drug search in OpenEMR’s
prescription order entry interface was superior: it produced an
error rate 2% lower than the current one. We encourage the open
EMR developers to implement such an interface in their system
to potentially improve patient safety.

It is standard practice in CREAM that CPCs are assessed
by subject-matter experts, ones that understand both the do-
main and CREAM [45]. The results we obtained from our
CREAM CPC survey suggest that normal system users are
not reliable at estimating these values. Thus, we used our own
expert ratings when making model predictions. In particular, the
participant-provided ratings not only suggest poorer support
from the alternative interface (which contradicted our instincts,
model predictions, and empirical results), but both interfaces
received estimates that would predict error rates orders of magni-
tude larger than what we achieved with our estimate. Future work
should investigate if and how CPC ratings can be effectively
collected from standard users. In the meantime, the standard
practice of using experts is recommended.

The results in this article add to the evidence [36], [37]
that our method, with or without negative transfer, accurately
predicts human error rates and their impact on safety in complex,
dynamic systems. Future work should explore its applicability
to other safety-critical domains with more complicated tasks.
In particular, research should identify domains where planning
errors are relevant to see if our method produces accurate pre-
dictions for them. Furthermore, future research should explore
applications where interface and working conditions are associ-
ated with lower CPC ratings to see if the method (with or without
negative transfer) generalizes to such conditions.
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